{

"cells": [

{

"cell\_type": "markdown",

"id": "cb9b0d77",

"metadata": {},

"source": [

"# Sprint 1 "

]

},

{

"cell\_type": "markdown",

"id": "f1a993c6",

"metadata": {},

"source": [

"Team ID - PNT2022TMID27424"

]

},

{

"cell\_type": "markdown",

"id": "c62525cb",

"metadata": {},

"source": [

"# Importing the required libraries"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"id": "a875e559",

"metadata": {},

"outputs": [],

"source": [

"import numpy as np\n",

"import tensorflow #open source used for both ML and DL for computation\n",

"from tensorflow.keras.datasets import mnist #mnist dataset\n",

"from tensorflow.keras.models import Sequential #it is a plain stack of layers\n",

"from tensorflow.keras import layers #A Layer consists of a tensor- in tensor-out computat ion funct ion\n",

"from tensorflow.keras.layers import Dense, Flatten #Dense-Dense Layer is the regular deeply connected r\n",

"#faltten -used fot flattening the input or change the dimension\n",

"from tensorflow.keras.layers import Conv2D #onvoLutiona l Layer\n",

"from keras.optimizers import Adam #opt imizer\n",

"from keras. utils import np\_utils #used for one-hot encoding\n",

"import matplotlib.pyplot as plt #used for data visualization"

]

},

{

"cell\_type": "markdown",

"id": "bff1e551",

"metadata": {},

"source": [

"# Load data"

]

},

{

"cell\_type": "code",

"execution\_count": 2,

"id": "210ec263",

"metadata": {},

"outputs": [],

"source": [

"(x\_train, y\_train), (x\_test, y\_test)=mnist.load\_data () #splitting the mnist data into train and test"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"id": "43acb466",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"(60000, 28, 28)\n",

"(10000, 28, 28)\n"

]

}

],

"source": [

"print (x\_train.shape) #shape is used for give the dimens ion values #60000-rows 28x28-pixels\n",

"print (x\_test.shape)"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"id": "d57d5fcf",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3,\n",

" 18, 18, 18, 126, 136, 175, 26, 166, 255, 247, 127, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 30, 36, 94, 154, 170,\n",

" 253, 253, 253, 253, 253, 225, 172, 253, 242, 195, 64, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 49, 238, 253, 253, 253, 253,\n",

" 253, 253, 253, 253, 251, 93, 82, 82, 56, 39, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 18, 219, 253, 253, 253, 253,\n",

" 253, 198, 182, 247, 241, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 80, 156, 107, 253, 253,\n",

" 205, 11, 0, 43, 154, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 14, 1, 154, 253,\n",

" 90, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 139, 253,\n",

" 190, 2, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 11, 190,\n",

" 253, 70, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 35,\n",

" 241, 225, 160, 108, 1, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 81, 240, 253, 253, 119, 25, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 45, 186, 253, 253, 150, 27, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 16, 93, 252, 253, 187, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 249, 253, 249, 64, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 46, 130, 183, 253, 253, 207, 2, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 39,\n",

" 148, 229, 253, 253, 253, 250, 182, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 24, 114, 221,\n",

" 253, 253, 253, 253, 201, 78, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 23, 66, 213, 253, 253,\n",

" 253, 253, 198, 81, 2, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 18, 171, 219, 253, 253, 253, 253,\n",

" 195, 80, 9, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 55, 172, 226, 253, 253, 253, 253, 244, 133,\n",

" 11, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 136, 253, 253, 253, 212, 135, 132, 16, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0],\n",

" [ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,\n",

" 0, 0]], dtype=uint8)"

]

},

"execution\_count": 4,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"x\_train[0]"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"id": "d215316f",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"<matplotlib.image.AxesImage at 0x19f743b9540>"

]

},

"execution\_count": 5,

"metadata": {},

"output\_type": "execute\_result"

},

{

"data": {

"image/png": "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\n",

"text/plain": [

"<Figure size 640x480 with 1 Axes>"

]

},

"metadata": {},

"output\_type": "display\_data"

}

],

"source": [

"plt.imshow(x\_train[6000]) #ploting the index=image"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"id": "6ba125be",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0"

]

},

"execution\_count": 8,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"np.argmax(y\_train[6000])"

]

},

{

"cell\_type": "markdown",

"id": "d7402576",

"metadata": {},

"source": [

"# Reshaping Dataset"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"id": "fccf0fa6",

"metadata": {},

"outputs": [],

"source": [

"#Reshaping to format which CNN expects (batch, height, width, channels)\n",

"x\_train=x\_train.reshape (60000, 28, 28, 1).astype('float32')\n",

"x\_test=x\_test.reshape (10000, 28, 28, 1).astype ('float32')"

]

},

{

"cell\_type": "markdown",

"id": "4ce45662",

"metadata": {},

"source": [

"# Applying One Hot Encoding"

]

},

{

"cell\_type": "code",

"execution\_count": 10,

"id": "5004cb43",

"metadata": {},

"outputs": [],

"source": [

"number\_of\_classes = 10 #storing the no of classes in a variable"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"id": "ed95b6f2",

"metadata": {},

"outputs": [],

"source": [

"y\_train = np\_utils.to\_categorical (y\_train, number\_of\_classes) #converts the output in binary format\n",

"y\_test = np\_utils.to\_categorical (y\_test, number\_of\_classes)"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"id": "014d6fa0",

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"kernelspec": {

"display\_name": "Python 3 (ipykernel)",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.10.8"

}

},

"nbformat": 4,

"nbformat\_minor": 5

}